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代码1：

#include <iostream>

#include <algorithm>

using namespace std;

bool prime(int x)

{

if (x <= 1) return false;

for(int i = 2; i <= x / i; i ++)

if(x % i == 0) return false;

return true;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int a;

scanf("%d", &a);

if(prime(a)) puts("Yes");

else puts("No");

}

}

代码2：

#include <iostream>

using namespace std;

void divide(int x)

{

for(int i = 2; i <= x / i; i ++)

{

if (x % i == 0) //当i是x的因数时，求i的次数

{

int s = 0;

while(x % i == 0)

{

x /= i;

s ++;

}

cout << i << " " << s << endl;

}

}

//一个数的最小质因数（除1以外）一定是质数

//若经上述过程后没有整除完，则输出最后一个因数，且一定是1次的

if(x >= 2) cout << x << " " << 1 << endl;

cout << endl;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int x;

scanf("%d", &x);

divide(x);

}

}

代码3：

###方法一：朴素筛法：

#include <iostream>

using namespace std;

const int N = 1e6 + 10;

int primes[N], cnt; //primes存具体的质数的值

bool st[N]; //记录是否是合数（true则是，false则不是）

void find\_primes(int n)

{

for(int i = 2; i <= n; i ++)

{

if(!st[i]) primes[cnt ++] = i; //若i是质数，则放入primrs[]数组中

for(int j = 2 \* i; j <= n; j += i) //当i是质数时，排除1~n中所有i的倍数（合数）

st[j] = true;

}

}

int main()

{

int n;

cin >> n;

find\_primes(n);

cout << cnt;

}

###方法二：线性筛法

#include <iostream>

using namespace std;

const int N = 1e6 + 10;

int cnt, primes[N];

bool st[N];

void find\_primes(int n)

{

for(int i = 2; i <= n; i ++)

{

if(!st[i]) primes[cnt ++] = i;

for(int j = 0; primes[j] <= n / i; j ++) //从小到大枚举现存的所有质数

{

st[primes[j] \* i] = true;

if(i % primes[j] == 0) break; //primes[j]一定是i的最小质因子

}

}

}

int main()

{

int n;

cin >> n;

find\_primes(n);

cout << cnt;

}

代码4：

#include <iostream>

#include <vector>

#include <algorithm>

using namespace std;

vector<int> get\_divisors(int n)

{

vector<int> res;

for(int i = 1; i <= n / i; i ++)

{

if(n % i == 0)

{

res.push\_back(i);

if(n != i \* i) res.push\_back(n / i);

}

}

sort(res.begin(), res.end());

return res;

}

int main()

{

int n;

cin >> n;

while (n -- )

{

int x;

cin >> x;

auto res = get\_divisors(x);

for(int i = 0; i < res.size(); i ++) cout << res[i] << ' '; //或写成： for(auto t : res) cout << t << ' ';

cout << endl;

}

}

代码5：

#include <iostream>

#include <cstring>

#include <algorithm>

#include <unordered\_map>

using namespace std;

const int MOD = 1e9 + 7;

unordered\_map<int, int> primes; //map中存 质因子-指数 键值对

void divisors\_num(int x)

{

for(int i = 2; i <= x / i; i ++)

{

while(x % i == 0) //当某一个数i为x的因数时

{

x /= i;

primes[i] ++; //确定i作为因数时的指数

}

}

if(x >= 2) primes[x] ++; //最后剩下一个小质数时，将其放入map中

}

int main()

{

int n;

cin >> n;

while (n -- )

{

int x;

cin >> x;

divisors\_num(x); //先单算每个数的质因数都有哪些，通过循环得出每个质因数的指数和

}

long long res = 1; //存最后的答案，约数的个数

for(auto p : primes) res = res \* (p.second + 1) % MOD; //先取模可以保证中间结果不会溢出

cout << res ;

}

代码6：

#include <iostream>

#include <cstring>

#include <algorithm>

#include <unordered\_map>

using namespace std;

typedef long long LL;

const int MOD = 1e9 + 7;

unordered\_map <int, int> primes;

void divisors(int x)

{

for(int i = 2; i <= x / i; i ++)

{

while(x % i == 0)

{

x /= i;

primes[i] ++;

}

}

if(x >= 2) primes[x] ++;

}

int main()

{

int n;

cin >> n;

while (n -- )

{

int x;

cin >> x;

divisors(x);

}

LL res = 1;

for(auto p : primes)

{

LL a = p.first, b = p.second;

LL t = 1; // t存公式中的各个因式

while(b --)

t = (t \* a + 1) % MOD;

res = res \* t % MOD;

}

cout << res;

}

代码7：

#include <iostream>

using namespace std;

int gcd(int a, int b)

{

return b ? gcd(b, a % b) : a;

}

int main()

{

int n;

cin >> n;

while (n -- )

{

int a, b;

cin >> a >> b;

cout << gcd(a, b) << endl;

}

}

代码8：

#include <iostream>

using namespace std;

//求欧拉函数的公式中无关质因数的指数

int phi(int x)

{

int res = x;

for(int i = 2; i <= x / i; i ++)

{

if(x % i == 0)

{

res = res / i \* (i - 1);

while(x % i == 0) x /= i; //直至x中无i这个质因子

}

}

if(x >= 2) res = res / x \* (x - 1);

return res;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int x;

cin >> x;

cout << phi(x) << endl;

}

}

代码9：

#include <iostream>

using namespace std;

typedef long long LL;

const int N = 1e6 + 10;

int primes[N], cnt; //primes[]存质数的值

int euler[N]; //ehler[i]存i的欧拉函数值

bool st[N]; //st[i]存数i是否是质数

void get\_eulers(int n)

{

euler[1] = 1; // 1的欧拉函数值为1

for(int i = 2; i <= n; i ++) //线性筛i

{

if(!st[i])

{

primes[cnt ++] = i;

euler[i] = i - 1; //当i是质数时，1 ~ i-1全是与i互质的数（共 i-1 个）

}

for(int j = 0; primes[j] <= n / i; j ++)

{

int t = primes[j] \* i;

st[t] = true;

if(i % primes[j] == 0)

{

euler[t] = euler[i] \* primes[j];

break; //保证了每个数只被其最小的质因数筛一次

}

euler[t] = euler[i] \* (primes[j] - 1);

}

}

}

int main()

{

int n;

cin >> n;

get\_eulers(n);

LL res = 0;

for (int i = 1; i <= n; i ++ ) res += euler[i];

cout << res;

}

代码10：

#include <iostream>

using namespace std;

typedef long long LL;

LL fast\_exp(int a, int b, int p)

{

int res = 1;

while(b)

{

if (b & 1) res = (LL)res \* a % p; //当b的二进制表示的个位为1时

//a的最大值为2e9，a\*a会爆int

a = (LL)a \* a % p;

b >>= 1;

}

return res;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int a, b, p;

scanf("%d%d%d", &a, &b, &p);

cout << fast\_exp(a, b, p) << endl;

}

}

代码11：

#include <iostream>

using namespace std;

typedef long long LL;

LL fast\_exp(int a, int b, int p)

{

LL res = 1;

while(b)

{

if(b & 1) res = (LL)res \* a % p;

a = (LL)a \* a % p;

b >>= 1;

}

return res;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int a, p;

scanf("%d%d", &a, &p);

if(a % p == 0) puts("impossible"); //当p是a的倍数时，不存在逆元

else cout << fast\_exp(a, p - 2, p) << endl; //求a模p的乘法逆元（费马定理）

}

}

代码12：

#include <iostream>

using namespace std;

int exgcd(int a, int b, int &x, int &y)

{

if(b == 0)

{

x = 1, y = 0;

return a;

}

int d = exgcd(b, a % b, y, x);

y -= a / b \* x;

return d;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int a, b, x, y;

scanf("%d%d", &a, &b);

exgcd(a, b, x, y);

printf("%d %d \n", x, y);

}

}

代码13：

#include <iostream>

using namespace std;

int exgcd(int a, int b, int &x, int &y)

{

if(b == 0)

{

x = 1, y = 0;

return a;

}

int d = exgcd(b, a % b, y, x);

y -= a / b \* x;

return d;

}

int main()

{

int n;

scanf("%d", &n);

while (n -- )

{

int a, b, m;

scanf("%d%d%d", &a, &b, &m);

int x, y;

int d = exgcd(a, m, x, y);

if(b % d != 0) puts("impossible");

else printf("%d \n", (long long)b / d \* x % m);

}

}

代码14：

#include <iostream>

#include <cmath>

using namespace std;

const int N = 105;

const double eps = 1e-8; //极小的一个数

int n;

double a[N][N];

int gauss() //若有唯一解，则答案存于最后一列（a[i][n]）中

{

int c, r;

for(c = 0, r = 0; c < n; c ++) //遍历每一列

{

int t = r;

for(int i = r; i < n; i ++) //找该列中的绝对值最大数所在的行

{

if (abs(a[i][c]) > abs(a[t][c]) )

t = i;

}

if (abs(a[t][c]) < eps) continue; //若当前列的所有数都为0，直接进行下一列的遍历

for(int i = c; i <= n; i ++ ) swap(a[r][i], a[t][i]); //将该行换到最上面（第r行） (此次循环t的使命结束)

for(int i = n; i >= c; i -- ) a[r][i] /= a[r][c]; //该行所有数都要把第一个数(a[r][c])作为除数，因此最后更改第一个数的值

for(int i = r + 1; i < n; i ++ ) //将该列中下面的数消为0（所在行的数相应变化）

{

if(abs(a[i][c]) > eps)

for(int j = n; j >= c; j -- )

a[i][j] -= a[r][j] \* a[i][c];

}

r ++;

}

if (r < n) //若是不完美阶梯形，即存在没有未知数的行

{

for(int i = r; i < n; i ++ )

if (abs(a[i][n]) > eps)

return 2; // 0 = 0 型，无穷多组解

return 1; // 0 = 非零 型，无解

}

for (int i = n - 1; i >= 0; i -- )

for (int j = i + 1; j < n; j ++ )

a[i][n] -= a[j][n] \* a[i][j];

return 0; //有唯一解

}

int main()

{

scanf("%d", &n);

for (int i = 0; i < n; i ++ )

for (int j = 0; j <= n; j ++ )

scanf("%lf", &a[i][j]);

int t = gauss();

if (t == 1) puts("Infinite group solutions");

else if (t == 2) puts("No solution");

else if(t == 0)

{

for (int i = 0; i < n; i ++ )

{

if (abs(a[i][n]) < eps) a[i][n] = 0; //避免输出0.00

printf("%.2lf \n", a[i][n]);

}

}

}